Test bed for Network Protocols Optimization

Afan Ceco, Member, IEEE, and Sasa Mrdovic, Senior Member, IEEE

Abstract — This paper describes a test platform for verifying the functionality of network protocols as well as optimizing their parameters. The test bed is made by using combined OPNET simulator and MATLAB development environment. This test platform connects OPNET network protocols simulator with MATLAB development environment in the way that OPNET runs simulations of network traffic, with predetermined parameter values, while MATLAB executes the script with a mathematical algorithm, which optimizes parameters listed in OPNET simulator. Video traffic is generally transmitted via UDP protocol on the transport layer in TCP/IP model. Recently, alternatives for the transmission of video traffic have emerged with the use of the transport layer TCP protocol. As an exemplary use of the test platform, we performed the analysis of these two approaches, in addition to their comparison using simulations.
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I. INTRODUCTION

It is very often necessary to test network protocols in the simulation environment since it is impossible to test them in real networks, so as not to disturb the real traffic. Network simulators (e.g. OPNET) have no support for non-standard parameters or their dynamic change. On the other hand, MATLAB is suitable for testing ideas and concepts, because it represents a high level programming language and a development environment. Enabling these two components to connect provides the best of both worlds.

The network simulators such as NS-2 [1], NS-3 [2], OPNET [3], OMNET++ [4] or others, allow for the validity check of networking concepts, as well as for changes in the network protocols. However, they lack the power of specialized software for mathematical calculations, such as MATLAB [5], when it comes to complex mathematical operations (optimization, 3-D models, etc.). In this paper, we present a test platform which can be used to verify the functionality of a new network protocol. The test platform would include optimization techniques, or verification of the existing protocols, in addition to optimization of their parameters. It consists of a connected simulator OPNET Modeler 14.5 and a development environment MATLAB R2012.

Fig. 1. Link between OPNET and MATLAB.

This test platform connects the OPNET simulator of network protocols with MATLAB development environment in the way that OPNET runs simulations of network traffic, with predetermined parameter values, while MATLAB executes the script with a mathematical algorithm, which optimizes the parameters listed in OPNET simulator.

This paper is an extended version of the work published under the same title [6]. The first section of this paper presents the situation in the subject area. The second section describes OPNET simulator, while the third section introduces MATLAB development environment. The fourth section explains the test platform consisting of paired OPNET and MATLAB, and its implementation. The final section of paper reports the results of simulations, obtained by optimizing the parameters, and executed on the subject test platform.

II. RELATED WORK

Research papers found in this subject area describe the models for linking different simulators as well as for linking simulators and other software tools. Very often, this refers to a so-called co-simulation, which represents a problem division into two or more parts, which are simultaneously simulated on a variety of simulators. The second most common use is to connect two simulators to validate the results from one simulator, by checking them on the other simulator (from another manufacturer). This paper’s main topic is co-simulation as well as the use of two different simulators together [7]. The authors described a platform for co-simulation consisting of connected simulators OPNET and SIMULINK. The SIMULINK environment for simulation is based on block diagrams and design of models [8]. Both simulators are executed in parallel, and interact with the synchronization, whereby the main simulator is OPNET. In this paper [9], the authors presented the implementation of connectivity of OMNET++ simulator and MATLAB development environments, with an emphasis on co-simulation. Paper [10] describes an example of connecting OPNET with MATLAB, provided that it is done to validate the results on MATLAB that are obtained on OPNET simulator.
Unlike the above-described models of simulators linkage, we herein present the connection of OPNET and MATLAB on a common test platform, where they act as a single combined simulator using the advantages of both software environments. This test platform applies an iterative principle to reach the best possible results, and through a number of (automated) starting and running simulations, it leads to the optimization of the simulation parameters.

III. OPNET SIMULATOR

OPNET is a simulator of network protocols and communications, manufactured by the company Riverbed. There are several different versions of this product. The most popular version is called “OPNET IT Guru Academic Edition”, most commonly used in the academic community, for it was free of charge for educational use. However, in this version, simulator users were not allowed to modify the source code of the simulator. At present, the current replacement for this variant is called “OPNET Modeler Academic Edition”, which was presented in 2014. In this paper, we used a commercial version of OPNET Modeler, mostly because this version of the simulator has the option of changing the source code. This allows for modification of the complete behavior of network protocols being a part of the simulator. Fig. 2 shows OPNET simulator GUI with a built topology network that is used to test the proposed linkage of OPNET and MATLAB. The topology consists of a server, which is connected to the internetwork via a router, then the internetwork itself (Internet), and a client, who is also connected to the internetwork via a router.

Fig. 3 presents the protocols for the client node, i.e. all protocols that are available on the simulator for that node and that can be changed. Fig. 4 shows a state diagram for the TCP protocol, one of the protocols on the client node. It is important to point out the fact that each state in the diagram can be opened, displaying its code in C/C++, which can be changed, if necessary.

In addition, Fig. 5 and Fig. 6 show the parameters of the TCP protocol, as well as the function block with the C/C++ code that can be changed. The parameter values in Fig. 5 can be changed programmatically by changing the code as shown in Fig. 6. Once we modify the simulator code, it is necessary to recompile the simulator.
In the presented case, we have used MS Visual C++ 9.0 (MS Visual Studio 2008) on MS Windows 7. It is required to set the environment variables to link the compiler and simulator. All the details related to the change of the OPNET Modeler code are given in Book [11]. It should be noted that the operating system, simulator, and the compiler, should be the same generation, having appeared on the market in about the same time, because otherwise some compatibility issues arise.

By changing the code in OPNET simulator, the existing protocol can be modified to work in a different manner, or we can even create an entirely new network protocol. The precondition to do so is, of course, to install C/C++ compiler, and to set the environment variables.

IV. MATLAB DEVELOPMENT ENVIRONMENT

MATLAB is a development environment and a high level programming language for numerical and matrix computation. It is manufactured by MathWorks, the company which offers a SIMULINK simulator as well.

MATLAB represents all data in the form of an array. The routines for manipulating the arrays in MATLAB begin with the prefix mx. Data can be imported and exported to and from MATLAB in multiple ways. Some of them are presented below.

MATLAB can invoke functions and procedures written in the C programming language or in Fortran. When invoking, the so-called MEX files are commonly used, which represent the interface between MATLAB and subroutines written in C, C++ or Fortran. When compiled, MEX files are dynamically loaded and allow other codes to be called within MATLAB, as if they were its own functions. With a MEX file, of course, we can read or write data. A detailed explanation can be found in a manual issued by the MATLAB development environment manufacturer [12].

In contrast, the so-called MAT files allow the import and export of data to or from MATLAB environment in a direct way. MAT files are actually files that MATLAB uses to store data on the disk. MAT files provide an easy and convenient mechanism for transporting data between different platforms. Also, they allow the import and export of data into MATLAB from some other MATLAB or stand-alone applications. In order to simplify the use of MAT files from other applications, an access routines library is offered, and they all begin with the prefix mat, which makes reading and writing of MAT files very easy using C or Fortran program [12].

It is also possible to load data into MATLAB from ASCII files. Such files must have data written in ASCII format, with fixed-length rows ending with the transition to a new line, as well as spaces that separate the numbers. Data is retrieved from this file by using the load command, and are recorded using the save command [12].

V. COUPLING OF OPNET AND MATLAB

In this paper, we present a test platform that connects OPNET simulator of network protocols with MATLAB development environment. OPNET runs simulations of network traffic, with the predetermined values of parameters, such as the percentage of a packet loss, and other parameters of the TCP connection. Upon completion of the simulation, the values of the variables affecting the parameters we have been looking to improve are recorded, and the script with the mathematical algorithm, which optimizes the above parameters, is executed in MATLAB, for the purposes of OPNET simulator. Fig. 7 shows a flow diagram of the execution of simulation and optimization, which can be applied to any communication protocol. The initial parameter values \((x_1, y_1)\) are used in OPNET simulator as input parameters. Once the simulation ends, the result obtained is shown on the diagram as the value \((R)\). This value \((R)\) is imported into MATLAB to carry out the effectiveness check of the initial parameter values. Subsequently, the optimization algorithm in MATLAB is changing the initial parameters \((x_1, y_1)\) to \((x_2, y_2)\), which is presented in Fig. 7 by operator \(\lambda\). These parameters \((x_2, y_2)\) are recorded now as the initial parameters \((x_1, y_1)\).
During the next start of simulation in OPNET, the new input parameters are being loaded. The result (R) is returned to MATLAB and compared with the previous result. If the result is more favorable, the optimization algorithm continues to further modify the parameters. If the result is less favorable, the optimization algorithm rejects the previously caused modification. The link between OPNET and MATLAB can be made in several ways, and these methods can be divided into two groups: using files or software methods for direct applications linking. In this case, the connection is achieved using ASCII files and by recording the variables in the file from one software, and then loading the same variables from the given file in another software.

The connection between MATLAB and OPNET can be established without the files, using COM (Component Object Model) software components, or a similar method of communication between processes, or for the connection of various applications (such as OLE, ActiveX, etc., all of which are derived from a COM model). Starting OPNET simulation numerous times, along with the execution of MATLAB scripts each time, is provided by the software for action automation on computer system called “MurGee” [13]. OPNET simulator also has its own options for automating the execution of simulations, except that in this case we should ensure the calls of MATLAB scripts, for each iteration cycle.

VI. PERFORMANCE ANALYSIS OF VIDEO TRAFFIC VIA TCP PROTOCOL

The transport layer of the TCP/IP model requires a decision about the usage of the transport protocol based on the request from the application layer. In doing so, we either use the TCP, as a reliable protocol, which has acknowledgments and re-transmits lost segments, thus introducing certain slowness; or the UDP, which does not have acknowledgments, nor it re-transmits lost segments, but works faster accordingly.

In this performance analysis simulation of video traffic, we use the modified TCP protocol and compare it with the UDP based video transmission. The modification is based on using heuristics to optimize TCP connection parameters. This is achieved on the basis of the test platform, presented in this paper.

Fig. 2 shows the network topology used to perform the simulations. The topology consists of two servers, two clients and an inter-network between them. The first client initiates video traffic from the first server through the UDP transport protocol. The second client initiates video traffic from the second server via the TCP transport protocol.
Links between the routers were originally DS3 (45 Mbps) and then they are reduced to DS1 (1.5 Mbps).

Fig. 8 shows that performance scores are better for the TCP than for the UDP when it comes to faster links (DS3 - 45 Mbps). The errors or the losses of packets gradually increased. At first, they were 0%, then 0.5%, 1%, and finally 5%. And with such scaled errors, the TCP achieves a better performance in terms of throughput, except in the last case - for 5% errors.

Fig. 9 demonstrates that performance results are not better for the TCP than for the UDP, in terms of slower links (DS1 - 1.5 Mbps). This is in contrast to previous results obtained for high-speed links. In other words, in case of slower speed links, the UDP achieves better throughput results.

However, if the UDP, lost packets, or datagrams, are not re-transmitted, so as the errors are more enhanced, the final result is less favorable in terms of the video image quality, since some of the parts of the image are missing. When the TCP is used as a transport protocol for video traffic, the re-transmission of lost packets/segments is performed, and the video image is ultimately completed before displaying.

The emphasis of this work is on linking MATLAB and OPNET. The specified algorithm is only one of the possible ways to use this connection. The intention was to show that in OPNET we can choose arbitrary parameters that are possible to optimize in MATLAB, and then return the result to OPNET.

VII. CONCLUSION

This paper describes an example of OPNET simulator and MATLAB development environment connection in a common test platform, using files as a means of communication between these two software environments. The presented test platform can be used to verify the functionality of the new network protocol that would include optimization techniques, or for the verification of the existing protocols in addition to optimization of their parameters. OPNET runs network traffic simulations, with the predetermined parameter values, while MATLAB executes the script with a mathematical algorithm, which optimizes the parameters in OPNET simulator. This test platform operation has been tested on the example of optimization of parameters for the TCP protocol, which is shown in the form of results, along with the performance obtained by simulation, before and after the application of optimization.

The presented simulations show the results of performance comparisons in terms of video traffic throughput, using TCP and UDP transport protocols. Simulations are made for scaled errors, as well as for faster and slower links. On the basis of the obtained simulation results, it can be concluded that the results in terms of transmission performance are more favorable for the TCP.
than for the UDP, when it comes to faster links. However, when it comes to slower links, performance is less favorable for TCP than for UDP. When considering the UDP, lost packets (datagrams) are not re-transmitted, while the TCP is performing their re-transmission. Therefore, as the errors (packet loss) are more enhanced, the more important becomes the role of the TCP protocol in obtaining the final result in terms of video image quality, for there are no missing parts of the video image.
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