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Abstract — Nowadays, the effective and adaptive dynamic Web service composition is a major challenge for a real success of Web services among ordinary users. For the latter, and from the viewpoint of a user-centric paradigm, existing work has limitation on their agility to create a composed service on the fly according to the desire/need of an end-user at a given time/place. This article presents our approach which consists in providing a comprehensive framework for a user-centric WS-mediator which is capable of dynamic service composition. It is based on a composition engine which follows user’s specific needs and which yields a composed service through a WS knowledge base. Users can mash up the services at run time with their own logic and have a fully dynamic composition with context adaptation through a WS-mediator that is also capable of supporting the semantic web.
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I. INTRODUCTION

The trend of NGN (Next Generation Network) has pushed the cyber world towards a revolution. The deployment of such NGN raises the issue of development of the so-called Next Generation Service (NGS). Among the main characteristics of and challenging issues raised by the NGS, we can mention heterogeneity, mobility and user centric paradigms [1]. Our work in this paper focuses on one of them, namely the user centric paradigm. As the end-users want to be able to experience the advanced sophisticated interactions, to manage the lifecycle of the services, or to define the service strategy on their own logic through the Internet, the user-centric requirement becomes increasingly important through the technological development. In order to create the Web applications that are flexible and adapted to the NGN context, with an immediate deployment, Web Services paradigm has been widely applied in the services composition, in order to create the Web applications that are flexible enough to be adapted to the NGN context, with an immediate deployment, Service discovery and selection, service control, semantic-based composition, and service execution entity deployment are key components for providing flexible and effective user-centric services. Our approach, which aims at enabling user-centric in a dynamic and adaptive context, works as a mediator. Thus, it can accommodate easily semantic web methods.

The web service composition is a key element for the development of SOA (Service-Oriented Architecture), which means to create a composition model (the “Business Process” or BP) based on the WS’s syntax (inputs and outputs), constraints, as well as contextual information. The web service composition can be classified into static and dynamic composition. The static composition allows the service providers to make service composition at design time (“offline”), usually under the form of a profile to be used, later, upon actual service composition requests. On the other hand, the dynamic service composition is becoming the center of intense research efforts as well as industrial-oriented experiences. Since WSDL/SOAP WSs and RESTful WSs adopt differing styles (imperative against declarative) and view the services from different perspectives (operation-centric against resource-centric), the composition problem of these two kinds of WSs is different and attracts many researches [2]. In this paper, our motivation is to provide a user-centric WS-mediation framework, so that an end-user can compose, on-the-fly (that we understand as a kind of dynamicity), the desired service by composition of available web services provided through the mediator. The latter can be barely considered as a “market” (or “Store”), which facilitates the setup of relation between goods providers (here WS provider) and consumer (here the end-user).

Furthermore, data mediation between heterogeneous WSs has been addressed in our framework. Specifically, both the syntactical and semantic heterogeneity may exist in the input and output messages exchanged between WSs. In other words, the output of the previous WSs may not exactly match the required input of the successive WSs. Data mediation can provide a formalized model and mechanism for managing data heterogeneity that may exist in the WSs component. This challenging problem is beginning to capture increasing research attention in the semantic Web service community [3]. Actually, with Web Ontology Language (OWL) such as OWL-S [4], rules can be established for a dynamic service composition according to abstract level user need description. This is an open question due to numerous obstacles. One proposed approach [3] models the involved domains using ontologies and relies on the pre-constructed data mappings to solve the heterogeneity issue. One of the main problems is the dynamic composition of services, that is to say, the legerity and agility of a BP to adapt to the context. Our framework takes this into account and is capable of supporting semantic web extension.
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We adopt the “mash up” approach as the starting point of our mediator framework. Our primary goal consists in providing a stand-alone process that can run on a user’s device. Actually, today’s devices are powerful enough to offer the advantage, and freedom, of getting a stand-alone execution entity on the fly, just like one download Android or Apple application, which will be based on available WSs. With this approach, we don’t need a server for “orchestration” in a classic type of Business Process Execution Language (BPEL). In our framework, there is a composition engine that generates an executable autonomous entity.

In a dual manner, if the user prefers to keep the execution elsewhere, the execution entity can be generated to be hosted by a kind of hypervisor (within a kind of cloud for instance) assigned by the user. In this way, the hypervisor acts as a kind of services broker and the user can use his/her composed service from any device he/she may have.

Basically speaking, the mediator keeps a knowledge base of WSs. Each of them is given a descriptor, a kind of meta-model that contains various information, including the input/output, the semantics (for semantic web extension) as well as the locations of available entities providing the service (which allows context adaptation).

A natural extension is the creation of meta-WS, which can be integrated into the above knowledge base exactly in the same manner as a real basic WS. These meta-WS are a kind of “proxy”. Thus, our WS-mediator also allows the creation of true “intermediaries” which we refer to as a semantic extension capability. In particular, a WS-mediator can be used to choose, at run time for instance, the best WS according to the using context/reference. Exploring the knowledge on existing WS for the purpose of semantic web can also create it.

In this article, we present a prototype that we are developing for validating the above system and its applications. This work is conducted partially within the French ANR/VERSIO/UBIS project. This article is organized as follows: Section II presents the related work about service composition. Section III proposes our new approach for dynamic service composition. Section IV shows our prototype implementation based on the .NET 4.0 frameworks. Section V provides a sample application. Finally, we conclude this paper and discuss the future work in Section VI.

II. RELATED WORK

There are different views and focus among researchers working on the Web Service composition (WSC). There exist several methods for the service composition, of which two different execution models are usually applied syntactically: Orchestration and Choreography [5]. There are already lots of works around it. Reference [7] proposes an on-the-fly approach to web-based service composition as well as a component model for separating the service business and user interface so that they can be changed dynamically and independently in the adaptation of service selection and composition. But it does not distinguish the design-time and runtime when the Web services are composed. Chaflé et al. [8] introduce adaptation on different levels, the instance level, logic level and physical level. Multiple back up workflows are prepared to substitute the failed components or to adapt to environmental changes but they lack considering user requirement. Two approaches — top-down and bottom-up are proposed in [12], top-down composition can create new services with management using a main composer, while the bottom-up creates a new service under human-oriented direction. Reference [13] proposes an end-to-end service composition for information transport based on principles from SOA such as dynamically composing a transport service with characteristics matching the requirement of a given application. Besides the popular BPEL4WS and WSFL (Web Service Flow Language), the other interaction composition models are: Petri Nets, Labeled Behavior Diagrams, State Chart Diagram, Mathematical model and UML Activity. Finite automata, Markov process model, Temporal Logic of Actions, Web Service Flow Graph and Hierarchical Task Network [14].

The IEEE Next-Generation Service Overlay Networks (NGSON) working group is focusing on the integration, architecture was proposed in [9] according to the NGSON concept with its extension for services composition. Reference [10] proposes some criteria to identify the levels of dynamism and automation in service compositions. Moreover, they propose a strategy where different techniques can be used to make compositions more automatic and dynamic with a model driven approach, but the problem is that although the method can generate the process model automatically, there is a lack of interactions of designers, which means it cannot accept the designers decision during the composition process as auxiliary information to generate a next flow path at runtime because only the syntactic binding exists. Li and Kumara proposed a forward and backward (bidirectional) search based approach [15] for WSC. They compared their algorithm with other approaches in two simplistic WS composition benchmarks as part of the WS Challenges, exhibiting good results in terms of the speed of composition. Only the input and output as the functional description of WS are considered. But this may not be realistic because multiple WSs with the same input and output often exist and the approach provides no way to choose between them. So it is necessary to consider not only the syntax issues of service composition but also the semantic heterogeneity within it. Compared to data, a service can present a broader form of heterogeneity. Correspondingly, the WS research community has identified a broader form of semantics-data (I/O), functional (behavioral), nonfunctional (QoS, policy), and execution (runtime, infrastructure, exceptions) [16]. Several research works and projects have been conducted in semantics for traditional (WSDL/SOAP) WSs to help address heterogeneity and mediation challenges, such as in [3], they present an approach for resolving the service heterogeneities and focus on data mediation in a Web services based environment using pre-defined mappings.
which is a part of the METEOR-S project. Radiant [17] which is an eclipse plug-in graphical tool that enables you to annotate existing Web service descriptions with Ontologies to create a SAWSDL files [18]. Meanwhile, the WSMO project [20] which coined the term data mediation in the WSs context, it defines Preconditions and Effects and can be used for semantic annotation of WSDL with WSDL-S but there is no mechanism to describe Choreography or Orchestration in it, which seems an incomplete mix of semantic and syntactic. As to the WSMX that is the reference implementation of WSMO, the aim is to increase business process automation in a very flexible manner while providing a scalable integration solution [21]. A language for dynamic service composition that is called MetaBPEL is defined in [13]. It extends the WS-BPEL 2.0 language with semantic information, and acts as an abstract workflow definition mechanism but not avoid the complexity if the BPEL. Besides, there is also the “mash up” [7] type composition approach, which offers a better legerity. Such as APIhut [19] builds a nice ecosystem in which people can reuse Web APIs, but we must also develop advanced capabilities leading to dynamic configuration and composition for complex services.

While a variety of WS composition approaches and algorithms have been proposed, few solutions or implemented tools are available to support a loose-couple for both the syntax and semantics. This is because of the complex nature of the WS composition problem and the inherent scalability issues exist. So we propose a WS-mediator in a mash up way for on-the-fly WS composition in which we address the data mediation while composing the services syntactically. In addition, our architecture can also provide Semantic Web extension to make automatically WS identification and chaining according to the user’s semantic logic. Coupling our mediator with WS search function, we can also provide context-aware functionalities.

III. PROPOSITION: A USER-CENTRIC WS-MEDIATOR APPROACH

We present hereafter the main functional entities of our approach.

The user begins by choosing the web services that he wants according to his logic from a WS Catalog (termed by us as “BDC”). This catalog is provided by a WS Knowledge base with all the information of each WS element, and in particular, a model for each WS. Furthermore, the functional semantics, domain ontology and parameter ontology based Web service description methods can be used for WS composition that allow the semantic web. The composition is done, in our current prototype, through a GUI (Graphic User Interface), script-based extension will be added in the future. In this way, we have composed a web services entity that is totally autonomous. As the composition is based on the model of the WS, The WS-Mediator system monitors Web Services at different locations in the Internet and dynamically assesses their dependability (Fig. 1).

A. Knowledge Base (BDC)

This is our WS Catalog, which is a web service Knowledge database whose rule consists in gathering all the information (such as URI, operation, input/output from WSDL) about Web services. The “BDC” is made up manually (offline) in the current stage of our work from the WSDL description of each service. This “BDC” is used to display the available WS Catalog and to know the exact model of chosen WS.

B. Composition Entity

- Selection module: as we said before, the user interface is graphical in the current step. The end-user can choose the available web services from the “Catalog”.
- Link module: it serves to establish a link between a pair of services (\( W_{Si}, W_{Sj} \)) which include that the user does the matching between the output of \( W_{Si} \) and input of \( W_{Sj} \), in case of incompatibility types, it displays a warning message.
- Configuration module: the user can control whether each service is perfectly configured. If all the inputs are configurable, it re-launches the connection module according to a need.
- Display module: The user can view at any moment in graphic form or textual form of web service composition done.

Considering each WS is autonomous, when we want to run the service composition, the end-user has no control over the services, even though the services themselves are not reliable, they can be changed, removed or updated by the service providers. Consequently, the possibility of faults is high when the service composition is executed. We handle this problem at run time during the composite process. If we want to compose two web services, we will begin with choosing the services that we want to use, testing whether the services are available, and check the inputs and outputs of them. Once the services are ready to be used, the binding will be implied in the invocation of the composed services. And then we have the service selection and the process model generation done.
In particular, there will be an interaction with “BDC” to know the inputs of each chosen WS. We insure that every input of each invoked WS be set. Each input is in one of 3 cases: 1) “constant”: in this case, the composer invites the user to fix the value; 2) “run-time”: in this case, the composer will insert in the final autonomous execution entity a specific code allowing the user to enter the value at runtime; 3) “from another WS”: in this case, a link is established between this input and an output of a chosen WS. Of course, the composer has to check the compatibility of the links established by the user (for instance, a “character chain” type output cannot be mapped to an “integer” type input).

C. Execution Entity

The execution entity receives the composition pattern provided by the composition entity. The end-user is involved in this phase by introducing the values of input type caught from the various WSSs and the execution entity is totally autonomous.

D. Capacity for the Semantic Web Extension of the WS-Mediator

Web service description is the foundation of SOA methodology. For our framework, we choose SOAP and WSDL as the traditional technologies for Web services. The basic elements are defined in WSDL 2.0 including <description>, <types>, <interface>, <binding> and <service> as well as the operations which represent the simple interaction in practice. And the WSDL document may declare multiple interfaces, each of which describes a service presenting multiple operations that are called for by the real Web services. So based on WSDL, Semantic Annotations for WSDL and XML Schema (SAWSDL) help us to add semantics to a pure WSDL syntax description. This allows the annotation of service discovery, composition, selection, negotiation, mediation and invocation by using appropriate tools that can be integrated into our framework. Therefore we can define a semantic extension for the WS-mediator that can combine the information and services from multiple sources, and it has the capability of context adaptation, exchanges and mashes up the services from the existing ones with OWL-S or SAWSDL.

Alternatively, the web services can also be divided and then reformed by providing the restricted descriptions of the Input, Output, Preconditions and effects of the web services. It also provides the mapping between elements of SAWSDL. To illustrate various mapping representation options, we can use SPARQL for representing mappings through the ontology knowledge base that will be integrated in our BDC. The reasoning ability of ontology can help to resolve the substitution operation for the mismatching problem of web services so that we have a context adaptation with the semantic extension. The semantic extension will be integrated in accordance with certain rules for effective bonding to form a new, user centric web service composition. If there is no single service that could meet the user requirements, we can proceed by deductions and the dynamical combinations of semantic, based on the self-descriptions and the marks on the OWL-S of either the functional or the non-functional requirement among the known web services. Therefore, our approach enables us a loose-coupled mash up way for the WS-mediator both on syntax and semantic. The implementation of the semantic extension (which will be based on existing tools) is out of the scope of this paper.

IV. IMPLEMENTATION

Although many approaches have been proposed in the literature, few implemented tools exist. Based on SOA, Web services, and WSC technologies, we have implemented our approaches and provided a comprehensive tool. The tool suite accepts WSs described using a standard language such as WSDL as well as SAWSDL that can provide us a semantic extension. It provides users or process designers with an intuitive interface to specify the requirements, goals and a hierarchical composition, and generates an execution entity, while hiding the complexity of the planning and BPEL from users.

We choose to do our implementation using web service developed in WCF (Windows Communication Foundation) of the Framework .NET 4.0, because WCF supports not only SOAP message, but also it can be configured to support standard XML data that is not wrapped in SOAP, or can even be used to support other formats. This yields opportunities for evolutions such as the integration of the RESTful service.

We build the WCF based on three elements:

- Address: the address that the user must connect to use the service.
- Binding: the protocol to be used by the user to communicate with the service.
- Contract: the information exchanged between the mediator and user so that he knows how to use the service.

The tool suite is an integrated development environment for the process designers to:

- Import candidate WSs and their description files,
- Specify process hierarchies, initial state and goals,
- Generate the plan and convert the plan into the corresponding execution entity.

In order to realize the three points mentioned above, we define and create the service contract and its parser module to provide the output of the previous WS to exactly match the required input of the successive WS. Service contract is defined:

- To be exchanged between the mediator and user,
- To allow the user to know what are the methods proposed by the service and how to use them.

The development of the Service Contract is performed through the 3 following metadata:

- <ServiceContract>: This metadata is used to define a class. It serves to indicate the class or an interface is a Service Contract.
- <OperationContract>: This metadata is attached to the methods that we want to expose through WCF service. Thus, it is technically possible to expose certain methods of a class to the user.
• <DataMember>: This attribute is placed before the properties of classes that define objects that are going to exchange the parameters to the service.

For example, we want to compose two accessible WSs when we just know their WSDL. One is GeoIp by which we can get the location of the country via the IP address, the other is Weather by which we can get the weather via a given list of the cities.

The service contract outlines the information that describes the service delivery. It defines a mechanism for the service orchestration between the service elements. It defines in particular the interface specification as well as describes the service logic and its purpose to implement the process information about the service elements to supply a more efficient treatment. It focuses on the organization and parsing of input/output data treatment as well as the QoS (if needed). Fig. 2 provides the details of the service contract with schema XSD (XML Schema Document).

Then we parse this XSD file and generate the code (see Fig. 3) that allows creating execution entity for the end-user. Finally in the GUI, we will get the result in Fig. 4.

V. APPLICATION

In order to apply our system, we assume that the BDC contains WS1: “Mappy” Map service, WS2: “Square habitat” a real estate service, WS3: VOD, WS4: Carpooling Taxi as well as WS5: a Real-Estate Agent localization service.

The user can choose the available services from the “Catalog”, after his launch interface for service dynamic composition (Fig. 5) and composes an automatized service chain, according to his/her own logic: for instance: find a real-estate property by showing automatically some photo/video, for a selected property, locate an agent and find a car pooling taxi to get there.

VI. CONCLUSION AND FUTURE WORK

The dynamic web service composition is a challenging issue in the NGN/NGS context, especially for the user-centric requirement. In this paper, we provide a user-centric WS-mediator that allows the end-user to mash up the service in his way on the fly. Furthermore, this framework is capable of enabling dynamic Web Service with context adaptation and semantic extension.
We are going to implement the semantic extension in our tool with an appropriate web semantic language. Some of the nonfunctional aspects as to QoS parameters (such as Response time, reliability and invocation cost) are not considered in our framework. These QoS measurements might be crucial in certain application domains and heterogeneous networks. Meanwhile, the current development of the WS-Mediator system does not explicitly address security issues. Therefore, the WS-Mediator should be compatible with those applications that employ security models and mechanisms such as authentication and non-reputation. Furthermore, we should pay attention to the RESTful Web services because these services can integrate easily into various applications or services. This supposition needs, however, to be considered in our future work.
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